Assignment 4- Advance DML Sep 2021

# Instructions:

* **Do your own work:** This is an individual assignment and you must do your own work and create your own SQL statements. If you are caught cheating on this, you will receive a zero on this assignment and be reported to the Dean of Students. Also, this homework prepares you for the exam coming up so doing the work now will help you learn and do well on when it counts more.
* **What to turn in**
  + Clearly separate your code for each question. Save your code into one SQL file with the naming format: LastName\_FirstName\_UTEid. Please make sure the lastname and firstname you use matches what is in Canvas.
  + Submit your .sql file on Canvas before the deadline. Late submissions receive 50% off. No submissions will be accepted 24 hours after the deadline.
  + Only submissions in .sql or .txt format will be accepted. All other file formats will be given a 0.
* The SQL problems below will be based on the DDL script that is posted on the Canvas instructions. Download that script and run it before you start.

# Joins and multi-table SELECT problems:

1. Write a query that returns the *first\_name, last name, email,* and *accrued\_fees* of all patrons from the “Northeast Central” branch. Filter out any patrons with no accrued fees. Sort results to show the patrons with highest fees first. *Hint on how to write this query and others in the future. Build step by step. Start by writing a query that joins Location to Patron and pulls all columns. Then add a WHERE to filter down to patrons from the right branch with accrued fees. Then last step is to pick the appropriate columns in your SELECT and add in the Sort (i.e. Order by).*
2. Write a query that joins the appropriate tables in order to show the title of a book, number of pages, and the author’s full name. Only include titles that are in ‘Book’ format (i.e. ‘B’) and ignore others like Audiobooks or DVD. Also only pull books that are of the ‘Fiction’ genre (i.e. FIC). I expected something like the following but with more rows. Sort results first by the author\_name using the column alias and then by title. *FYI: If I don’t specify that the sort is in a certain order or in descending, you can assume it’s an ascending order sort.*
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1. Write a query that pulls *Title, Format, Genre,* and *ISBN* of all the titles that currently do not have holds. While there are ways to do this using a subquery, I’d like you to use an outer join to accomplish this to show you understand how to properly use them. Sort results by genre and title ascending.
2. Write a query that generates results to show the title, publisher, number of pages, and genre of all titles that are either a book or e-book format (i.e. ‘B’, ‘E’). Please also include an additional column called “Reading\_Level” that indicates the reading level of the book which can be ‘College’, ‘High School’, or ‘Middle School’. The reading level is determined simply by the number of pages.

* If a book is more than 700 pages, its level is ‘College’
* If a book is more than 250 page but less than 700, its level is ‘High School’
* If a book is less than 250 pages, its level is ‘Middle School’

Sort the final result set by *Reading\_Level* and *Title*. Results should look something like this but with more records.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| READING\_LEVEL | TITLE | PUBLISHER | NUMBER\_OF\_PAGES | GENRE |
| College | A Game of Thrones | Bantam | 704 | FAN |
| … | … | … | … | … |
| High-School | 1491: New Revelations of the Americas | Vintage | 541 | HIS |
| … | … | … | … | … |
| Middle-School | Into the Wild | Anchor Books | 240 | BIO |

# Summary Problems:

1. Write a query that pulls patrons and their associated checkouts. Filter records down to just the checkouts that are not flagged as “Late” (i.e. ignore is late\_flag is ‘Y’). Summarize the data to return just two columns named as follows:

***Zip*** – the zip column from patron

***Average\_Accrued\_Fees*** – the average of accrued\_fees for each zip. Round the results to nearest 2 decimals.

Order results by average\_accrued\_fee from highest to lowest

1. Find all the titles that have more than 1 author and then return the ***title***, ***genre***, and ***author\_count*** for that book. Sort your results by genre descending and the title ascending. You’ll need to find the count of authors for each title and then filter out titles that has author counts of 1.

A single row example row could look something like this:

|  |  |  |
| --- | --- | --- |
| TITLE | GENRE | AUTHOR\_COUNT |
| The President Is Missing | MYS | 2 |

Not done yet! Update the query to add in a filter to only show titles that have authors that include the letters ‘PhD’ in their last\_name. This should only return titles that have at least 2 or more authors that are PhDs.

# Subquery Problems:

1. Write a SELECT statement that answers this question: Which titles have a higher than average number of pages? i.e. Just find the books that have a number of pages greater than the average number of pages for all books.

Return the title, publisher, number\_of\_pages, genre for each title that fit this criteria.

Sort the results by the genre ascending and then by number\_of\_pages decsending.

1. Here’s a Real-World Business Scenario! Lots of times you may to look at a list of values and figure out which values are not in another list. So in this situation, the Library Member Outreach team would like to know all the Patron’s that currently do not have a phone on file with us. Write a SELECT statement that returns the first\_name, last\_name, and email from the *Patron* table for each patron that has a Patron record but does not have a phone records on *Patron\_Phone*. Sort final results by the last\_name. *Hint: Use a subquery that pulls a list of patron\_ids from Patron\_Phone that you then use as part of an IN clause for a separate query from Patron.*

# DataTypes & Function Problems:

1. Please write a checkout status report for patrons that have any checkouts. The report should format the data to be more user-friendly and clear for volunteers to understand. It should return the following four columns:

* PATRON – a combination of the patron’s first and last name
* CHECKOUT\_DUE\_BACK – Concatenate text and the appropriate columns to return a record for each checkout and when it’s due back. See examples below
* RETURN\_STATUS – If the checkout has not been returned (i.e. date\_in is null) show “Not returned yet”, otherwise show “Returned”.
* FEES – Concatenate the text and the patron’s accrued fees while formatting fees as a currency to match examples below
* Sort by *retruned\_status and due\_back\_date.*

|  |  |  |  |
| --- | --- | --- | --- |
| **PATRON** | **CHECKOUT\_DUE\_BACK** | **RETURN\_STATUS** | **FEES** |
| Roda Devil | Checkout 16 due back on 11-FEB-21 | Not returned yet | Accrued fee total is: $1.10 |
| Laure Chatin | Checkout 6 due back on 11-FEB-21 | Not returned yet | Accrued fee total is: $.20 |
| … | … | … | … |
| … | … | … | … |
| Joline Gloyens | Checkout 3 due back on 04-FEB-21 | Returned | Accrued fee total is: $.00 |
| Oren Darycott | Checkout 15 due back on 11-FEB-21 | Returned | Accrued fee total is: $6.50 |

NOTE: This is just an example design. Your results could produce different values and number of rows

1. Write a query that uses the appropriate string parsing functions to return the branch\_id, a “District” column based on the first word in the branch\_name, and also divides the address into two columns called street number and street name. Street number is the first numbers on the address and everything that follows the first space is considered the street name. Results should look something like the following but for all branches

![](data:image/png;base64,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)

1. Write a single SELECT that returns the same results that the UNION query did on a #4 above but this time use a CASE statement to dynamically change the reading\_level column. Make sure your new query returns the same results as the union query.
2. Write a SELECT statement that pulls all books and their number of checkouts. Include a column called row\_number that uses row\_number function to create a row number. That means, do not use the rownum pseudo colomn that only works in the WHERE clause. Include all books, even ones that have no checkouts. Results should show the following columns for all titles.

* Popularity\_Rank – Use dense\_rank based on the count of distinct checkouts.
* Title
* Number\_of\_Checkouts – Count the distinct checkout\_ids attributed to this title if there are any

Note: Since the library system is new at Guillory, they don’t have a lot of checkouts across all the times, so it’s quite possible that some many books will have the same number of checkouts in cases where the titles have only been checked out once. That’s okay. As times goes one and more checkouts occur, this report will become more helpful in identifying popular and unpopular titles.

Once you have your query running, as a final step sort results by number\_of\_checks descending then title ascending.

After you complete this query, make it an in-line subquery and select \* from it like a table but only return row\_number 58 like so to reveal one of Clint’s favorite books

|  |  |  |
| --- | --- | --- |
| **Row\_Number** | **Title** | **Number\_of\_Checkouts** |
| 58 | Man Called Ove | 0 |